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MATISSE [1] is a MATLAB source-to-source compilation framework that is capable of generating C and OpenCL code. Generating OpenCL allows us to cover a wide range of devices, including multi-core CPUs, GPUs and FPGAs. However, OpenCL programs are typically not performance-portable. In particular, OpenCL programs require highly specific tuning to exhibit acceptable performance on FPGAs.

MATISSE is capable of compiling a non-trivial subset of MATLAB and generates efficient C code in many cases. We support specializing code generation for specific platforms and devices (target-aware compilation), so we are able to generate code for a wide range of devices, provided we can identify the patterns that are ideal for each platform and know how to transform the code to fit those patterns.

Some of the properties that are important to determine for each device include:

1. Whether to vectorize the code explicitly, as some OpenCL implementations already do so and others don’t benefit from it at all;
2. How to distribute tasks across threads, such as whether to run as many work-items as there are tasks or run a fixed number of work-items and distribute tasks among them;
3. Target-specific extensions and how to structure the code to use these extensions. For instance, to achieve good performance on FPGAs, it is important to use the pipelining attributes. However, the implementation may further require dividing the kernel into multiple stages (e.g., load data to BRAM, compute, store results) for pipelining to work;
4. Target different OpenCL versions (e.g., to determine whether work_group_reduce_add can be used);
5. Target different hardware/driver capabilities, such as Shared Virtual Memory (SVM);
6. Whether to pass the source code to the OpenCL API or run it through an OpenCL compiler and use the resulting binary.

In this presentation, we demonstrate the capabilities and challenges of the OpenCL backend of MATISSE, including general and target-aware optimizations. We will also explore the architecture of our compiler framework.

The MATISSE website demonstrates our compilation capabilities and will be used in this presentation. It can be accessed at http://specs.fe.up.pt/tools/matisse/.
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Figure 1 Vector addition with MATISSE parallelization directive.

```matlab
%!parallel
function Z = vectoradd(X, Y)
    Z = X + Y;
end
```

Figure 2 MATISSE Demonstration website

Figure 3 Simplified generated OpenCL code for example in Figure 1.

```c
kernel void vectoradd(global int* X_data, global int* Y_data, global int* Z_data, int N) {
    size_t global_id0 = get_global_id(0);
    if (global_id0 < N) {
        int i = global_id0 + 1;
        Z_data[i - 1] = X_data[i - 1] + Y_data[i - 1];
    }
}
```
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