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Motivation 

An increase of the complexity of systems-on-chip (SoC) induces an increase of the complexity of their verification as 
well. The reason is that we must verify not only the functions of separate logic blocks, but we need to check their 
interconnections, timing and functional collaboration as well.  
 
The biggest amount of time in functional verification is consumed by: 

 implementation of verification environments and testbenches, 

 preparation of different test scenarios, 

 preparation of reference models according to the specification, 

 verification runs. 
 
Therefore, there is still a great demand for verification tools, which are TIME-EFFECTIVE, FAST and as AUTOMATED 
as possible. Exactly these issues we target in our solution. 

Proposed Solution 

The aim of our work is to automatically generate up-to-date UVM (Universal Verification Methodology) verification 

environments [1] for SoCs, with simulation models serving as the reference models. The progress in verification runs 

is measured by the achieved level of functional, assertion and code coverage. For this purpose, we need specific 

information about the SoC under analysis, which we gain from one of the following approaches:  

1) Up-to-bottom (orange part of the picture): all components of SoC (processors, buses, peripherals) and their 

interconnections are specified at the higher level of abstraction, e.g. using Codasip Framework [2]. We have 

all information needed for verification at our disposal.  

 

2) Bottom-to-up (brown part of the picture): 

third-party components provided in 

RTL/Netlist form are automatically 

analyzed at first and then the important 

information for verification is extracted by 

our tools. 

 

3) Combination of above approaches or 

other user-defined approaches (green 

part of the picture). 

The information needed for the generation of 

verification environments (performed in the 

Verification Manager block) is stored into the 

internal IP-XACT [3] representation.  
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